**LECTURE NOTES**

**UNIT 4**

|  |
| --- |
| **NESTED CLASSES AND THREADS**  Static Nested Types, Inner Classes |
| Local Inner Classes, Anonymous Inner Classes |
| Inheriting Nested Types, Nesting in Interfaces, Implementation of Nested Types |
| Creating Threads , Using Runnable |
| Synchronization |
| Wait, notifyAll, and notify, Waiting and Notification, Thread Scheduling, |
| Deadlocks , Ending Thread Execution, volatile |
| Thread Management, Security, and ThreadGroup, Threads and Exceptions, debugging threads |

# Multithreading in Java

**Multithreading in java** is a process of executing multiple threads simultaneously.

Thread is basically a lightweight sub-process, a smallest unit of processing. Multiprocessing and multithreading, both are used to achieve multitasking.

But we use multithreading than multiprocessing because threads share a common memory area. They don't allocate separate memory area so saves memory, and context-switching between the threads takes less time than process.

Java Multithreading is mostly used in games, animation etc.

### Advantage of Java Multithreading

1) It **doesn't block the user** because threads are independent and you can perform multiple operations at same time.

2) You **can perform many operations together so it saves time**.

3) Threads are **independent** so it doesn't affect other threads if exception occur in a single thread.

### Multitasking

Multitasking is a process of executing multiple tasks simultaneously. We use multitasking to utilize the CPU. Multitasking can be achieved by two ways:

* Process-based Multitasking(Multiprocessing)
* Thread-based Multitasking(Multithreading)

### 1) Process-based Multitasking (Multiprocessing)

* Each process have its own address in memory i.e. each process allocates separate memory area.
* Process is heavyweight.
* Cost of communication between the process is high.
* Switching from one process to another require some time for saving and loading registers, memory maps, updating lists etc.

### 2) Thread-based Multitasking (Multithreading)

* Threads share the same address space.
* Thread is lightweight.
* Cost of communication between the thread is low.

### What is Thread in java

A thread is a lightweight sub process, a smallest unit of processing. It is a separate path of execution.

Threads are independent, if there occurs exception in one thread, it doesn't affect other threads. It shares a common memory area.
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|  |
| --- |
| As shown in the above figure, thread is executed inside the process. There is context-switching between the threads. There can be multiple processes inside the OS and one process can have multiple threads.Life cycle of a Thread (Thread States) A thread can be in one of the five states. According to sun, there is only 4 states in **thread life cycle in java** new, runnable, non-runnable and terminated. There is no running state.  But for better understanding the threads, we are explaining it in the 5 states.  The life cycle of the thread in java is controlled by JVM. The java thread states are as follows:   1. New 2. Runnable 3. Running 4. Non-Runnable (Blocked) 5. Terminated   thread life cycle in java 1) New The thread is in new state if you create an instance of Thread class but before the invocation of start() method. |

### 2) Runnable

The thread is in runnable state after invocation of start() method, but the thread scheduler has not selected it to be the running thread.

### 3) Running

The thread is in running state if the thread scheduler has selected it.

### 4) Non-Runnable (Blocked)

This is the state when the thread is still alive, but is currently not eligible to run.

### 5) Terminated

A thread is in terminated or dead state when its run() method exits.

## How to create thread

There are two ways to create a thread:

1. By extending Thread class
2. By implementing Runnable interface.

### Thread class:

|  |
| --- |
| Thread class provide constructors and methods to create and perform operations on a thread.Thread class extends Object class and implements Runnable interface. |

### Commonly used Constructors of Thread class:

|  |
| --- |
| * Thread() * Thread(String name) * Thread(Runnable r) * Thread(Runnable r,String name) |

### Commonly used methods of Thread class:

|  |
| --- |
| 1. **public void run():**is used to perform action for a thread. 2. **public void start():**starts the execution of the thread.JVM calls the run() method on the thread. 3. **public void sleep(long miliseconds):**Causes the currently executing thread to sleep (temporarily cease execution) for the specified number of milliseconds. 4. **public void join():**waits for a thread to die. 5. **public void join(long miliseconds):**waits for a thread to die for the specified miliseconds. 6. **public int getPriority():**returns the priority of the thread. 7. **public int setPriority(int priority):**changes the priority of the thread. 8. **public String getName():**returns the name of the thread. 9. **public void setName(String name):**changes the name of the thread. 10. **public Thread currentThread():**returns the reference of currently executing thread. 11. **public int getId():**returns the id of the thread. 12. **public Thread.State getState():**returns the state of the thread. 13. **public boolean isAlive():**tests if the thread is alive. 14. **public void yield():**causes the currently executing thread object to temporarily pause and allow other threads to execute. 15. **public void suspend():**is used to suspend the thread(depricated). 16. **public void resume():**is used to resume the suspended thread(depricated). 17. **public void stop():**is used to stop the thread(depricated). 18. **public boolean isDaemon():**tests if the thread is a daemon thread. 19. **public void setDaemon(boolean b):**marks the thread as daemon or user thread. 20. **public void interrupt():**interrupts the thread. 21. **public boolean isInterrupted():**tests if the thread has been interrupted. 22. **public static boolean interrupted():**tests if the current thread has been interrupted. |

### Runnable interface:

|  |
| --- |
| The Runnable interface should be implemented by any class whose instances are intended to be executed by a thread. Runnable interface have only one method named run(). |

|  |
| --- |
| 1. **public void run():**is used to perform action for a thread. |

### Starting a thread:

|  |
| --- |
| **start() method** of Thread class is used to start a newly created thread. It performs following tasks:   * A new thread starts(with new callstack). * The thread moves from New state to the Runnable state. * When the thread gets a chance to execute, its target run() method will run. |

### 1)By extending Thread class:

1. **class** Multi **extends** Thread{
2. **public** **void** run(){
3. System.out.println("thread is running...");
4. }
5. **public** **static** **void** main(String args[]){
6. Multi t1=**new** Multi();
7. t1.start();
8. }
9. }

Output:thread is running...

### Who makes your class object as thread object?

|  |
| --- |
| **Thread class constructor** allocates a new thread object.When you create object of Multi class,your class constructor is invoked(provided by Compiler) fromwhere Thread class constructor is invoked(by super() as first statement).So your Multi class object is thread object now. |

### 2)By implementing the Runnable interface:

1. **class** Multi3 **implements** Runnable{
2. **public** **void** run(){
3. System.out.println("thread is running...");
4. }
6. **public** **static** **void** main(String args[]){
7. Multi3 m1=**new** Multi3();
8. Thread t1 =**new** Thread(m1);
9. t1.start();
10. }
11. }

Output:thread is running...

|  |
| --- |
| If you are not extending the Thread class,your class object would not be treated as a thread object.So you need to explicitely create Thread class object.We are passing the object of your class that implements Runnable so that your class run() method may execute. |

# Thread Scheduler in Java

**Thread scheduler** in java is the part of the JVM that decides which thread should run.

There is no guarantee that which runnable thread will be chosen to run by the thread scheduler.

Only one thread at a time can run in a single process.

The thread scheduler mainly uses preemptive or time slicing scheduling to schedule the threads.

## Difference between preemptive scheduling and time slicing

Under preemptive scheduling, the highest priority task executes until it enters the waiting or dead states or a higher priority task comes into existence. Under time slicing, a task executes for a predefined slice of time and then reenters the pool of ready tasks. The scheduler then determines which task should execute next, based on priority and other factors.

# Sleep method in java

The java sleep() method of Thread class is used to sleep a thread for the specified milliseconds of time.

# Syntax of sleep() method in java

|  |
| --- |
| The Thread class provides two methods for sleeping a thread:   * public static void sleep(long miliseconds)throws InterruptedException * public static void sleep(long miliseconds, int nanos)throws InterruptedException |

## Example sleep method in java

1. **class** TestSleepMethod1 **extends** Thread{
2. **public** **void** run(){
3. **for**(**int** i=1;i<5;i++){
4. **try**{Thread.sleep(500);}**catch**(InterruptedException e){System.out.println(e);}
5. System.out.println(i);
6. }
7. }
8. **public** **static** **void** main(String args[]){
9. TestSleepMethod1 t1=**new** TestSleepMethod1();
10. TestSleepMethod1 t2=**new** TestSleepMethod1();
12. t1.start();
13. t2.start();
14. }
15. }

Output:1
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As you know well that at a time only one thread is executed. If you sleep a thread for the specified time,the thread shedular picks up another thread and so on.

# What if we call run() method directly instead start() method?

|  |
| --- |
| * Each thread starts in a separate call stack. * Invoking the run() method from main thread, the run() method goes onto the current call stack rather than at the beginning of a new call stack. |

1. **class** TestCallRun1 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("running...");
4. }
5. **public** **static** **void** main(String args[]){
6. TestCallRun1 t1=**new** TestCallRun1();
7. t1.run();//fine, but does not start a separate call stack
8. }
9. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCallRun1)

Output:running...
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1. **class** TestCallRun2 **extends** Thread{
2. **public** **void** run(){
3. **for**(**int** i=1;i<5;i++){
4. **try**{Thread.sleep(500);}**catch**(InterruptedException e){System.out.println(e);}
5. System.out.println(i);
6. }
7. }
8. **public** **static** **void** main(String args[]){
9. TestCallRun2 t1=**new** TestCallRun2();
10. TestCallRun2 t2=**new** TestCallRun2();
12. t1.run();
13. t2.run();
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCallRun2)

Output:1

2

3

4

5

1

2

3

4

5

|  |
| --- |
| As you can see in the above program that there is no context-switching because here t1 and t2 will be treated as normal object not thread object. |

# The join() method:

|  |
| --- |
| The join() method waits for a thread to die. In other words, it causes the currently running threads to stop executing until the thread it joins with completes its task. |

### Syntax:

|  |
| --- |
| public void join()throws InterruptedException |
| public void join(long milliseconds)throws InterruptedException |

***Example of join() method***

1. **class** TestJoinMethod1 **extends** Thread{
2. **public** **void** run(){
3. **for**(**int** i=1;i<=5;i++){
4. **try**{
5. Thread.sleep(500);
6. }**catch**(Exception e){System.out.println(e);}
7. System.out.println(i);
8. }
9. }
10. **public** **static** **void** main(String args[]){
11. TestJoinMethod1 t1=**new** TestJoinMethod1();
12. TestJoinMethod1 t2=**new** TestJoinMethod1();
13. TestJoinMethod1 t3=**new** TestJoinMethod1();
14. t1.start();
15. **try**{
16. t1.join();
17. }**catch**(Exception e){System.out.println(e);}
19. t2.start();
20. t3.start();
21. }
22. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestJoinMethod1)

Output:1

2

3

4

5

1

1

2

2

3

3

4

4

5

5

|  |
| --- |
| As you can see in the above example,when t1 completes its task then t2 and t3 starts executing. |

***Example of join(long miliseconds) method***

1. **class** TestJoinMethod2 **extends** Thread{
2. **public** **void** run(){
3. **for**(**int** i=1;i<=5;i++){
4. **try**{
5. Thread.sleep(500);
6. }**catch**(Exception e){System.out.println(e);}
7. System.out.println(i);
8. }
9. }
10. **public** **static** **void** main(String args[]){
11. TestJoinMethod2 t1=**new** TestJoinMethod2();
12. TestJoinMethod2 t2=**new** TestJoinMethod2();
13. TestJoinMethod2 t3=**new** TestJoinMethod2();
14. t1.start();
15. **try**{
16. t1.join(1500);
17. }**catch**(Exception e){System.out.println(e);}
19. t2.start();
20. t3.start();
21. }
22. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestJoinMethod2)

Output:1

2

3

1

4

1

2

5

2

3

3

4

4

5

5

|  |
| --- |
| In the above example,when t1 is completes its task for 1500 miliseconds(3 times) then t2 and t3 starts executing. |

### getName(),setName(String) and getId() method:

|  |
| --- |
| public String getName() |
| public void setName(String name) |
| public long getId() |

1. **class** TestJoinMethod3 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("running...");
4. }
5. **public** **static** **void** main(String args[]){
6. TestJoinMethod3 t1=**new** TestJoinMethod3();
7. TestJoinMethod3 t2=**new** TestJoinMethod3();
8. System.out.println("Name of t1:"+t1.getName());
9. System.out.println("Name of t2:"+t2.getName());
10. System.out.println("id of t1:"+t1.getId());
12. t1.start();
13. t2.start();
15. t1.setName("Sonoo Jaiswal");
16. System.out.println("After changing name of t1:"+t1.getName());
17. }
18. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestJoinMethod3)

Output:Name of t1:Thread-0

Name of t2:Thread-1

id of t1:8

running...

After changling name of t1:Sonoo Jaiswal

running...

### The currentThread() method:

|  |
| --- |
| The currentThread() method returns a reference to the currently executing thread object. |

### Syntax:

|  |
| --- |
| public static Thread currentThread() |

***Example of currentThread() method***

1. **class** TestJoinMethod4 **extends** Thread{
2. **public** **void** run(){
3. System.out.println(Thread.currentThread().getName());
4. }
5. }
6. **public** **static** **void** main(String args[]){
7. TestJoinMethod4 t1=**new** TestJoinMethod4();
8. TestJoinMethod4 t2=**new** TestJoinMethod4();
10. t1.start();
11. t2.start();
12. }
13. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestJoinMethod4)

Output:Thread-0

Thread-1

# Naming a thread:

|  |
| --- |
| The Thread class provides methods to change and get the name of a thread.   1. **public String getName():** is used to return the name of a thread. 2. **public void setName(String name):** is used to change the name of a thread. |

## Example of naming a thread:

1. **class** TestMultiNaming1 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("running...");
4. }
5. **public** **static** **void** main(String args[]){
6. TestMultiNaming1 t1=**new** TestMultiNaming1();
7. TestMultiNaming1 t2=**new** TestMultiNaming1();
8. System.out.println("Name of t1:"+t1.getName());
9. System.out.println("Name of t2:"+t2.getName());
11. t1.start();
12. t2.start();
14. t1.setName("Sonoo Jaiswal");
15. System.out.println("After changing name of t1:"+t1.getName());
16. }
17. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestMultiNaming1)

Output:Name of t1:Thread-0

Name of t2:Thread-1

id of t1:8

running...

After changeling name of t1:Sonoo Jaiswal

running...

## The currentThread() method:

|  |
| --- |
| The currentThread() method returns a reference to the currently executing thread object. |

### Syntax of currentThread() method:

* **public static Thread currentThread():** returns the reference of currently running thread.

### Example of currentThread() method:

1. **class** TestMultiNaming2 **extends** Thread{
2. **public** **void** run(){
3. System.out.println(Thread.currentThread().getName());
4. }
5. }
6. **public** **static** **void** main(String args[]){
7. TestMultiNaming2 t1=**new** TestMultiNaming2();
8. TestMultiNaming2 t2=**new** TestMultiNaming2();
10. t1.start();
11. t2.start();
12. }
13. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestMultiNaming2)

Output:Thread-0

Thread-1

# Priority of a Thread (Thread Priority):

|  |
| --- |
| Each thread have a priority. Priorities are represented by a number between 1 and 10. In most cases, thread schedular schedules the threads according to their priority (known as preemptive scheduling). But it is not guaranteed because it depends on JVM specification that which scheduling it chooses. |

# 3 constants defiend in Thread class:

|  |
| --- |
| 1. public static int MIN\_PRIORITY 2. public static int NORM\_PRIORITY 3. public static int MAX\_PRIORITY |

|  |
| --- |
| Default priority of a thread is 5 (NORM\_PRIORITY). The value of MIN\_PRIORITY is 1 and the value of MAX\_PRIORITY is 10. |

### Example of priority of a Thread:

1. **class** TestMultiPriority1 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("running thread name is:"+Thread.currentThread().getName());
4. System.out.println("running thread priority is:"+Thread.currentThread().getPriority());
6. }
7. **public** **static** **void** main(String args[]){
8. TestMultiPriority1 m1=**new** TestMultiPriority1();
9. TestMultiPriority1 m2=**new** TestMultiPriority1();
10. m1.setPriority(Thread.MIN\_PRIORITY);
11. m2.setPriority(Thread.MAX\_PRIORITY);
12. m1.start();
13. m2.start();
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestMultiPriority1)

Output:running thread name is:Thread-0

running thread priority is:10

running thread name is:Thread-1

running thread priority is:1

# Daemon Thread in Java

**Daemon thread in java** is a service provider thread that provides services to the user thread. Its life depend on the mercy of user threads i.e. when all the user threads dies, JVM terminates this thread automatically.

There are many java daemon threads running automatically e.g. gc, finalizer etc.

You can see all the detail by typing the jconsole in the command prompt. The jconsole tool provides information about the loaded classes, memory usage, running threads etc.

# Points to remember for Daemon Thread in Java

* It provides services to user threads for background supporting tasks. It has no role in life than to serve user threads.
* Its life depends on user threads.
* It is a low priority thread.

### Why JVM terminates the daemon thread if there is no user thread?

The sole purpose of the daemon thread is that it provides services to user thread for background supporting task. If there is no user thread, why should JVM keep running this thread. That is why JVM terminates the daemon thread if there is no user thread.

### Methods for Java Daemon thread by Thread class

The java.lang.Thread class provides two methods for java daemon thread.

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1) | public void setDaemon(boolean status) | is used to mark the current thread as daemon thread or user thread. |
| 2) | public boolean isDaemon() | is used to check that current is daemon. |

# Simple example of Daemon thread in java

*File: MyThread.java*

1. **public** **class** TestDaemonThread1 **extends** Thread{
2. **public** **void** run(){
3. **if**(Thread.currentThread().isDaemon()){//checking for daemon thread
4. System.out.println("daemon thread work");
5. }
6. **else**{
7. System.out.println("user thread work");
8. }
9. }
10. **public** **static** **void** main(String[] args){
11. TestDaemonThread1 t1=**new** TestDaemonThread1();//creating thread
12. TestDaemonThread1 t2=**new** TestDaemonThread1();
13. TestDaemonThread1 t3=**new** TestDaemonThread1();
15. t1.setDaemon(**true**);//now t1 is daemon thread
17. t1.start();//starting threads
18. t2.start();
19. t3.start();
20. }
21. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestDaemonThread1)

#### Output

daemon thread work

user thread work

user thread work

#### *Note: If you want to make a user thread as Daemon, it must not be started otherwise it will throw IllegalThreadStateException.*

*File: MyThread.java*

1. **class** TestDaemonThread2 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("Name: "+Thread.currentThread().getName());
4. System.out.println("Daemon: "+Thread.currentThread().isDaemon());
5. }
7. **public** **static** **void** main(String[] args){
8. TestDaemonThread2 t1=**new** TestDaemonThread2();
9. TestDaemonThread2 t2=**new** TestDaemonThread2();
10. t1.start();
11. t1.setDaemon(**true**);//will throw exception here
12. t2.start();
13. }
14. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestDaemonThread2)

Output:exception in thread main: java.lang.IllegalThreadStateException

# Java Thread Pool

**Java Thread pool** represents a group of worker threads that are waiting for the job and reuse many times.

In case of thread pool, a group of fixed size threads are created. A thread from the thread pool is pulled out and assigned a job by the service provider. After completion of the job, thread is contained in the thread pool again.

#### Advantage of Java Thread Pool

**Better performance** It saves time because there is no need to create new thread.

#### Real time usage

It is used in Servlet and JSP where container creates a thread pool to process the request.

#### Example of Java Thread Pool

Let's see a simple example of java thread pool using ExecutorService and Executors.

*File: WorkerThrad.java*

1. **import** java.util.concurrent.ExecutorService;
2. **import** java.util.concurrent.Executors;
3. **class** WorkerThread **implements** Runnable {
4. **private** String message;
5. **public** WorkerThread(String s){
6. **this**.message=s;
7. }
8. **public** **void** run() {
9. System.out.println(Thread.currentThread().getName()+" (Start) message = "+message);
10. processmessage();//call processmessage method that sleeps the thread for 2 seconds
11. System.out.println(Thread.currentThread().getName()+" (End)");//prints thread name
12. }
13. **private** **void** processmessage() {
14. **try** {  Thread.sleep(2000);  } **catch** (InterruptedException e) { e.printStackTrace(); }
15. }
16. }

*File: JavaThreadPoolExample.java*

1. **public** **class** TestThreadPool {
2. **public** **static** **void** main(String[] args) {
3. ExecutorService executor = Executors.newFixedThreadPool(5);//creating a pool of 5 threads
4. **for** (**int** i = 0; i < 10; i++) {
5. Runnable worker = **new** WorkerThread("" + i);
6. executor.execute(worker);//calling execute method of ExecutorService
7. }
8. executor.shutdown();
9. **while** (!executor.isTerminated()) {   }
11. System.out.println("Finished all threads");
12. }
13. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestThreadPool)

[download this example](http://www.javatpoint.com/src/multi/threadpool.zip)

#### Output:

pool-1-thread-1 (Start) message = 0

pool-1-thread-2 (Start) message = 1

pool-1-thread-3 (Start) message = 2

pool-1-thread-5 (Start) message = 4

pool-1-thread-4 (Start) message = 3

pool-1-thread-2 (End)

pool-1-thread-2 (Start) message = 5

pool-1-thread-1 (End)

pool-1-thread-1 (Start) message = 6

pool-1-thread-3 (End)

pool-1-thread-3 (Start) message = 7

pool-1-thread-4 (End)

pool-1-thread-4 (Start) message = 8

pool-1-thread-5 (End)

pool-1-thread-5 (Start) message = 9

pool-1-thread-2 (End)

pool-1-thread-1 (End)

pool-1-thread-4 (End)

pool-1-thread-3 (End)

pool-1-thread-5 (End)

Finished all threads

# Synchronization in Java

Synchronization in java is the capability of control the access of multiple threads to any shared resource.

Java Synchronization is better option where we want to allow only one thread to access the shared resource.

### Why use Synchronization

The synchronization is mainly used to

1. To prevent thread interference.
2. To prevent consistency problem.

## Types of Synchronization

There are two types of synchronization

1. Process Synchronization
2. Thread Synchronization

Here, we will discuss only thread synchronization.

## Thread Synchronization

There are two types of thread synchronization mutual exclusive and inter-thread communication.

1. Mutual Exclusive
   1. Synchronized method.
   2. Synchronized block.
   3. static synchronization.
2. Cooperation (Inter-thread communication in java)

### Mutual Exclusive

Mutual Exclusive helps keep threads from interfering with one another while sharing data. This can be done by three ways in java:

1. by synchronized method
2. by synchronized block
3. by static synchronization

### Understanding the concept of Lock in Java

Synchronization is built around an internal entity known as the lock or monitor. Every object has an lock associated with it. By convention, a thread that needs consistent access to an object's fields has to acquire the object's lock before accessing them, and then release the lock when it's done with them.

From Java 5 the package java.util.concurrent.locks contains several lock implementations.

### Understanding the problem without Synchronization

In this example, there is no synchronization, so output is inconsistent. Let's see the example:

1. Class Table{
3. **void** printTable(**int** n){//method not synchronized
4. **for**(**int** i=1;i<=5;i++){
5. System.out.println(n\*i);
6. **try**{
7. Thread.sleep(400);
8. }**catch**(Exception e){System.out.println(e);}
9. }
11. }
12. }
14. **class** MyThread1 **extends** Thread{
15. Table t;
16. MyThread1(Table t){
17. **this**.t=t;
18. }
19. **public** **void** run(){
20. t.printTable(5);
21. }
23. }
24. **class** MyThread2 **extends** Thread{
25. Table t;
26. MyThread2(Table t){
27. **this**.t=t;
28. }
29. **public** **void** run(){
30. t.printTable(100);
31. }
32. }
34. **class** TestSynchronization1{
35. **public** **static** **void** main(String args[]){
36. Table obj = **new** Table();//only one object
37. MyThread1 t1=**new** MyThread1(obj);
38. MyThread2 t2=**new** MyThread2(obj);
39. t1.start();
40. t2.start();
41. }
42. }

Output: 5

100

10

200

15

300

20

400

25

500

### Java synchronized method

If you declare any method as synchronized, it is known as synchronized method.

Synchronized method is used to lock an object for any shared resource.

When a thread invokes a synchronized method, it automatically acquires the lock for that object and releases it when the thread completes its task.

1. //example of java synchronized method
2. **class** Table{
3. **synchronized** **void** printTable(**int** n){//synchronized method
4. **for**(**int** i=1;i<=5;i++){
5. System.out.println(n\*i);
6. **try**{
7. Thread.sleep(400);
8. }**catch**(Exception e){System.out.println(e);}
9. }
11. }
12. }
14. **class** MyThread1 **extends** Thread{
15. Table t;
16. MyThread1(Table t){
17. **this**.t=t;
18. }
19. **public** **void** run(){
20. t.printTable(5);
21. }
23. }
24. **class** MyThread2 **extends** Thread{
25. Table t;
26. MyThread2(Table t){
27. **this**.t=t;
28. }
29. **public** **void** run(){
30. t.printTable(100);
31. }
32. }
34. **public** **class** TestSynchronization2{
35. **public** **static** **void** main(String args[]){
36. Table obj = **new** Table();//only one object
37. MyThread1 t1=**new** MyThread1(obj);
38. MyThread2 t2=**new** MyThread2(obj);
39. t1.start();
40. t2.start();
41. }
42. }

Output: 5

10

15

20

25

100

200

300

400

500

### Same Example of synchronized method by using annonymous class

In this program, we have created the two threads by annonymous class, so less coding is required.

1. //Program of synchronized method by using annonymous class
2. **class** Table{
3. **synchronized** **void** printTable(**int** n){//synchronized method
4. **for**(**int** i=1;i<=5;i++){
5. System.out.println(n\*i);
6. **try**{
7. Thread.sleep(400);
8. }**catch**(Exception e){System.out.println(e);}
9. }
11. }
12. }
14. **public** **class** TestSynchronization3{
15. **public** **static** **void** main(String args[]){
16. **final** Table obj = **new** Table();//only one object
18. Thread t1=**new** Thread(){
19. **public** **void** run(){
20. obj.printTable(5);
21. }
22. };
23. Thread t2=**new** Thread(){
24. **public** **void** run(){
25. obj.printTable(100);
26. }
27. };
29. t1.start();
30. t2.start();
31. }
32. }

Output: 5

10

15

20

25

100

200

300

400

500

# Synchronized block in java

Synchronized block can be used to perform synchronization on any specific resource of the method.

Suppose you have 50 lines of code in your method, but you want to synchronize only 5 lines, you can use synchronized block.

If you put all the codes of the method in the synchronized block, it will work same as the synchronized method.

### Points to remember for Synchronized block

* Synchronized block is used to lock an object for any shared resource.
* Scope of synchronized block is smaller than the method.

**Syntax to use synchronized block**

1. **synchronized** (object reference expression) {
2. //code block
3. }

### Example of synchronized block

Let's see the simple example of synchronized block.

***Program of synchronized block***

1. **class** Table{
3. **void** printTable(**int** n){
4. **synchronized**(**this**){//synchronized block
5. **for**(**int** i=1;i<=5;i++){
6. System.out.println(n\*i);
7. **try**{
8. Thread.sleep(400);
9. }**catch**(Exception e){System.out.println(e);}
10. }
11. }
12. }//end of the method
13. }
15. **class** MyThread1 **extends** Thread{
16. Table t;
17. MyThread1(Table t){
18. **this**.t=t;
19. }
20. **public** **void** run(){
21. t.printTable(5);
22. }
24. }
25. **class** MyThread2 **extends** Thread{
26. Table t;
27. MyThread2(Table t){
28. **this**.t=t;
29. }
30. **public** **void** run(){
31. t.printTable(100);
32. }
33. }
35. **public** **class** TestSynchronizedBlock1{
36. **public** **static** **void** main(String args[]){
37. Table obj = **new** Table();//only one object
38. MyThread1 t1=**new** MyThread1(obj);
39. MyThread2 t2=**new** MyThread2(obj);
40. t1.start();
41. t2.start();
42. }
43. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSynchronizedBlock1)
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### Same Example of synchronized block by using annonymous class:

***//Program of synchronized block by using annonymous class***

1. **class** Table{
3. **void** printTable(**int** n){
4. **synchronized**(**this**){//synchronized block
5. **for**(**int** i=1;i<=5;i++){
6. System.out.println(n\*i);
7. **try**{
8. Thread.sleep(400);
9. }**catch**(Exception e){System.out.println(e);}
10. }
11. }
12. }//end of the method
13. }
15. **public** **class** TestSynchronizedBlock2{
16. **public** **static** **void** main(String args[]){
17. **final** Table obj = **new** Table();//only one object
19. Thread t1=**new** Thread(){
20. **public** **void** run(){
21. obj.printTable(5);
22. }
23. };
24. Thread t2=**new** Thread(){
25. **public** **void** run(){
26. obj.printTable(100);
27. }
28. };
30. t1.start();
31. t2.start();
32. }
33. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSynchronizedBlock2)
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10

15

20

25

100

200

300

400

500

# Static synchronization

If you make any static method as synchronized, the lock will be on the class not on object.

![static synchronization](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAgGBgcGBQgHBwcJCQgKDBQNDAsLDBkSEw8UHRofHh0aHBwgJC4nICIsIxwcKDcpLDAxNDQ0Hyc5PTgyPC4zNDL/2wBDAQkJCQwLDBgNDRgyIRwhMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjL/wAARCAEwAVUDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD3+iiigAooooAKKKTNAC0UhdQOSB+NIHUjIIP0NADqKTNLQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUARTTpBGXc8A447n0quEuLgZlkaFOvlp94j3Pb8MVGj+fctMclI2Kxj6ZBP49P/ANdSXF5Fa28s8zBYokLucdFAzn1oeiuOwo0+zHJto2P95xuP5nmg6fZnkW0at/eRdp/Mc1j3XjXQLHS7HUbrU4ora/Ctalg26YNjBVMbj94Z44zzitzzabTJuQ+XcW/+pkMqD/lm5+bHs3f8c1ZinSZNyZx0Oex9Kj3j/wCtVaWQW9ytwD8rEJKPXJ4b8P6mixRpUUZopCCiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKZI2yNm64GafSEZGKAMS0k2WcK55CLn8uf6mq2twLqWhX1kYUm82CRBG43KTggcUxC1urW7dYT5Zz3x938xTvOOP5VpKHMilo7nmd5awQfCjS9PtNCvU1MC381IdJmD70kiMpYhOMlc5P3scE4Fer296l1bxzxiUJIu9RJG0bY91YAj6EVU878+aPO/x/H1qmrkqOtzR84etQXbiSynTI5jbn0OKq+caqajeCLT5n4JKlQM98UrDOnsJzc6fbTn70kau2PUirVcppt/rum6bbQ3vhxpwka5bT7tJCOO6yeWQfpmrY8Z6LGQL6afTWzg/wBo272659ncBT+BNZCOgoqC2vbW9gE9rcRTxHpJE4dT+I4qYEGgBaKTNLmgAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKQsFGScD1NK4C0ZqD7VGeEDSf7i5H59KTzJ2+7AAP9t8fyzRzAWKM1Xzdf3IR/wMn+lG+5z/AKmIj2lP/wATRcCxmiq/2gp/rIZE9wNw/SpUmjk+4wOOoHai4D6KTNLTAKKKKACiiigAooooAKKKKAMXWrJzi7gUs6jEijqy+o9/8axEnWRQyNuU9CK7SsLUfDi3EjT2U32aY8kYyjH3Hb61pCdtxp9zK8yjzDUMthrdsSGshMP70TZz/Wolh1qXiPTZF/3ht/nV3RV0WWmCoXZgFHc9Ki021fXtSRip+w27ZY/3mHQVZtfCl3dOJNTuAqf88o+Sfqe34V1dvbQ2kCwwRqkajAUVMproJkgBFBUEYPIPBHt6U6isiTEufCOg3U5uG0q2juT1uLdTDN/38TDfrUQ8N3dt/wAg7xFqkC9o7hkukP1Milz/AN9iugooA54t4stPvRaRqa9yjSWjY+h8wE/iKT/hKJLYf8TPQtWtAOPMSAXKH3BhLsB9QK6HFJtoAyrHxRoWpTeRaatZyXHeDzQso+qHDD8RWtmqt9pljqcHkX9nb3UX9yeJZB+TAisn/hDdNh50+S900j7q2V28cY/7ZZMf/jtAHQZHrRuFc/8A2Z4ltObTxBDdqP4NRswWPtviKAfUqab/AGt4htP+P3w4LhR/Hpt4kn/jsojx+BNAHR0Vz/8AwmmjQnF+9zphHU6hayQIP+2jDYfwY1sWt9a30ImtLmK4iPR4XDj8xQBYopNwxmjOaAFopNwpaACiiigApM0tVnYzMUU4ReGPr7UmwFadnJWFckcFj0B9KFtxndITI3q3T8u1PACgADAHAFBbBxRbuA4cYpaoDVrM6wdJ84/bhALgxbG/1ZYqGzjHUHjOaadasF10aIZ/+Jibb7V5Oxv9Vu27t2Nv3uMZzSSA0c0ZFM3iobi9tbREe5uYoVd1jUyOFBZjhVGepJ4A70XAs1G8McmN65I6HoR+NQPqFnFexWUl1Al3KpaOBpAHcDqQvUgd/SrO6m0BF+9h6ZlT/wAeH+NTJIsihlOQaTPWomQqxkjHzdx/e/z60loIs0UyORZUDL0NPp3GFFFFMAooooAKKKKACiiigBMfSgDFLRQAmKKWigAooooAKKKKACiiigAooooAKTFLRQAhFY134R8P3sxml0i1Wc9Z4k8uX/vtcN+tbVFAHO/8IzdWxzpviPVbcDpHPIt0h+plBc/99ikP/CW2eNyaPqijupktHA+h80E/itdHSYoA57/hJ5rYf8TPQNXtB03xQi6T6jySzY+qirVn4r0C/mEFvq9obj/n3eUJKPrG2GH4itbb/k1XvdNstShMN/Z291D/AHJ41dfyIoAtZppdV6kDnHNc/wD8IVpMHOmm80sjoLG6kijH/bMHZ/47XB/FbSfFi+FoNP0jUNR1g3V1GDGLRfNjC/OHMkQUABgvVe+c8UAer3E3lxNt+9wF+tRpiNFQdAPz9/xrifAlz42bSILbxlYRxSxHMVz5ys8oCn/WKuRkdc559M8nst1Zt6iJt1eeeKNRt4/GM1vrut3el6WulebZNFevapLNvPmHehUu6jZhCf4jhTmu93Um7P8AP/P+fSi44s8hN3I+sWd54q1C5025bwvGbiUStanzvMYgM64KsSPu5GTkYOMVNBrfipb6EGa7bUx4Ma5+zEHm63jDGLGN/bGM9q9YzWVDoNtF4ln15pppbuS3W2jV9oSCMHcVQAA8tySxJ4wOKakr/f8AqO6Wvp+hwWh6nrB0vVbvR9Ysb110Z5Fs49Zk1K4FyBlZNsiAx5yQUHGcDFV9dj0e88HaVeWuv3uoW0Go2D3k8mpyOsBLgO7Pu/dtgjIyNnBAQnJ9a3f59P8AP+fWjd0/xpc2okzza+vPDVj8WvD81rqFgJ5badbiY3QeRiUjEIdmYnJXG3J5ycdTXp+6oS2fTHpj/P0pd1HMRbVsm3Ub/eod1G6i5Q6NhHdbP4ZMsB6Ef49fwq7WRdS+X5D9Nsy/qcH9M1r04O4IKKKKsYUUUUAFFFFABRRSZoAWikLqByQPxpA6kZBB+hoAdRSZpaACiiigAooooAKKKKACiiigAoopMigBaKM0hIAyaAFpMisu/wDE2iaZObe71S1juO1uJA0p+iDLH8BVP/hJZ7njTNB1W6B4EksQtUHufNKtj6KaAOgyMUBga5/b4svfvPpOmIf4UD3b49ifLCn8Gpf+EXa451PW9Wvc/wAAuPs6fTEITI9mJoA09Q1nTNJRX1HULW0VvumeZU3fTJ5rzf4lfEO/0XQLbU/DHnSCK4UXEk9hJ5DRsOPnYAHnb909+tehaf4d0bSpGksNMtLeVvvypCod/dmxkn6mrF9ptpqdobW+tori3Lq7RyqGUlWDAkfUA0AcR4G8S+JvFOhJqmu6Jb6fCSGgkR2BmBGNwjPKrzkEtz9Oa6vf71pGFWjKHlSMEVkOGhkMTkkr39V9axndO4mS7vejd71Fuo3VnzEku73o3e9RbqN1K4yXd70bveot1G6nzBcl3e9G73qLdRupXAl3e9G73qLdSGQKCWOAOpPai4XIr598lpAD80k6/oea6Kua0dG1DVHvyD5MI2Re7dzXS1tTWg0FFFFajCiiigAooooAimnSCMu54Bxx3PpVcJcXAzLI0KdfLT7xHue34YqNH8+5aY5KRsVjH0yCfx6f/rqS4vIrW3lnmYLFEhdzjooGc+tD0Vx2FGn2Y620bN/ecbj+Z5oOn2Z5FtGrf3kXafzHNZFz4w0a10eDVpLmZrKaEXCSRWssh8sjO9lVSyrjuQAOh5rWtr2C8tYrm2mSaCVQ8ciHKsCMgg09RdhPLuLf/UyGVB/yzc/Nj2bv+OasxTpMm5M46HPY+lR7x/8AWqtLILe5W4B+ViElHrk8N+H9TRYZpUUZpM4pCFopM1Dc3ltZwNPdXEUEK9ZJXCqPxPFAE9JkVg/8Jlo83GnvcaoT0On27zof+2ijYPxYU3+0vEV1/wAeegxWqH+PUbtVb8Ei35/FhQB0GaRnVFLMQFAySewrB/sfXrof6d4jMKn+DTrRIhj0LSeYfxBFKvgzRHYPe2rai4O4NqMz3IB9QshIH4AUAPl8YaCkjRRagl5MvDQ2KNdOv1WIMR+NRHXNWu/+Qf4budvaTUJkt0P4DfIPxQVuwwR28SxQxpHGv3URQAPoBT8H1oAwPsPie8ObjV7KwQ/wWNr5kg+kkhK/+Q6B4RsZsHUbrUNSbuLq7bYfrEm2M/8AfNdBRQBTsdK0/S4BBp1jbWcX9y3iWNfyUCrWCR6cU6igBMfSloooAKKKKACqd7ZfaYwUbZMvKP6e30q5RSauBzXmskphmURzDqp7j1HqKkzWxd2MF7GEmQHHQjgj6GsafTb+0bMOLqL0PyuP8a5pUmibC5NGapHUIkfy51aGX+7IpWp1niddyyLj61ndiJs0ZqPep/iH5ik8xP7w/Oi4EuaTdVSS/to+syk+inJqJby5vG2WFq8n+2Rhfz6U1d7AXnlSNSzsFA7mqcMdzrkpjhJis1OHk9T6D1q5a+HZJ383U5t5zkRIfl/GugjiSGNY40CIowFHatYU31GkNt7aO1gSGFQqIMAVNRRXQUFFFFABRRRQAUyRtkbN1wM0+kIyMUAYlpJss4VzyEXP5c/1NVtbgXUtCvrIwpN5sEiCNxuUnBA4piFrdWt26wnyznvj7v5ineccfyrSUOZFLR3PPbW9m0z4faRoOnaPf2U11biK/uhpE5FsQgErFFTLu2cA4wT1PGD6Foa2lpodja2CzraQwrFCk8bJJtUADKsAQeO4pPN/P1pfOOMZ49Kq27ElY0fOHrUF5IHsZ1JwDG3PviqvnGquoXgisJWOOVK498UlEZZtPGEV5ZwPY6bqmoSuik+TamNMkc4kl2IfwY1N9o8VXvENjpumIej3UzXDj6xoFH/kStPS4Wg0q0icEOsS7h745q7jt2rIkwP+Eev7r/kJeI9QlU9YbQJbR/gVBkH/AH3U1t4S0G2nFwNMgmuR0ubkGeb/AL+SFm/WtqigBMetGKWigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKAI5IY5l2yIrr6MMiqEvh/TJW3G1VD/wBMyU/lWnRSaTAxT4XsD0adfpJQPC+m/wAayyf78hraopckewFCDRdOt/uWkZPq43H8zV1UCjCgAegFOop2SATH0paKKYBRRRQAUUUUAFFFFABRRRQBi61ZOcXcClnUYkUdWX1Hv/jWIk6yKGRtynoRXaVhaj4cW4kaeym+zTHkjGUY+47fWtITtuNPuZXmUeYahlsNbtiQ1kJh/eibOf61EsOtS8R6bIv+8Nv86u6Kuiy0wVC7MAo7npUWm2r69qSMVP2G3bLH+8w6CrNr4Uu7pxJqdwFT/nlHyT9T2/Curt7aG0gWGCNUjUYCiplNdBMlxS0UVkSFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFACY+lAGKWigBMUUtFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUZpjypGpZzhV5JPaqgkubgZTEER6ORlmHqB2/HNAF3OKM845/Kqn2GMj95NPI3qZmA/IYH6Un2CEcpLPGfaZiPyJI/SgC5kUtUd1zb8uRcRj+LGHUevofwxVtJUkQOjZU9CKAH0UUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUU13CIWPQDNAFEv9puWJ5iibao7M3c/hyPwqZ50ijeWV1REXczscYHqTWfZybbOIE/NtBb69Sfx5/Oqmvx/bfD2oW48wmS2kCiNyrZ2nABBz+WKc9I3KjG7Ltz4j0ays7e8u9Wsbe1uMGCeW4RUlyMjaxOG454rR8wfpn8K8Ua709Pg3a29vrmnW6zaZ5dyLt2meRvLBaGJy52MDkbQrbcjCjGK9N8P3Jfw5pjNbS2hNrEfs8rEvH8owrE8kj1NU42ZJu+YPbjpVcsLe5VhgRTNtcdgx6H8eh+oqPzhUF6/mWM6jJPlkj6jkH8OPyosM280VzNt4uH2WKXUNF1azDoGLC2+0LyOT+5LkD64x3xWjY+JtD1KXybPVrOWfvCJlEg+qH5h+IqBGrRSZBozQAtFJkUtABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUlGaAFoqFrmFG2mRd390HJ/Kk+05+5BK34AfzIqeZAT0VB50p5FtJ+LL/jR9ofODbSj3+X/ABp8wE9FQfbIQcOxjP8Atgr/ADqZWVlDKQQehHNF7gLmikyKWmAUUUUAFFFFABRRRQAUhG5SCMg0tFAHLxO0UYib70fyN9RxUnnmptatWhf7ZGuUP+uA7cY3flx+VZQlyMgjHrWyVykX/Ozyf1Ge/rSed+vX/wCv69qpeZ70eZ707BYvefVa/uxFZTMf7pAx7iojJgZJwPeqlvE+uaklqmTbQsGmYcfhQ1YHY63SImi0ayViwbyUyPTipb7StP1OLyr+ytruP+5cRLIPyIq0BjoABS1gSc//AMIdpsPOny32nMPuizvJEQf9sySn/jtJ/ZXiO0/49PEEV2o/g1GyVmPtviKAfUqa6GigDnf7S8RWpzd+H4rtRwH028VifcrKEx9Nxp3/AAmOlw5/tCO+0wj7xvbSSOMf9tMGP/x6t/FGPzoAq2Oq6fqcXm6ffW13H/ft5lkH5g1a3Csq+8MaHqUvnXelWcs46TmICQfRx8w/A1U/4RQ2/wDyDdc1iyx0X7T9oX6YnD8ewI/CgDoMijNc+LfxZZ/6u80nUkH8E8L2rn6upcf+OUg1/U7YAaj4av1A+9LZyR3KD8Awk/8AHKAOiorCi8Z+H3kWKbUUs5m4EV+jWrn6LKFJ/CtqOWOZFeJ1dG5DKcg0APopM0uRQAUUmaWgAooooAKM0VXd2dvLjOMfeb09qTYDnnAYog3yeg6D60zyXk/10hI/uLwP8TT1QIoVeB396cTj1/Kla+4AqIi7UUKvoBgU7NVvttt9t+xfaIvtWzzPI3jfszjdt67c8Z6ZpPt9oL77CbmEXZj80QeYPM2Zxu29cZ4z0ppIC1xR+dM3j/8AVRu+tLQB+BjH6VE1tGWLpmNz/EhwT9ex/Gnbv84pc0WAi82SH/Wjcn99e31FWFYMoZTkEZBFMqEhoSXjyVz8y/4elGwFqimq6soZTkHvTqq4BRRRQAUUUUAFFFFADSuQQQDn1rm7/wAOzRuZdMkXYeTbv0/4Ce30rpqTFNNrYDgZpLy1O250+dD6hcj8xxUIvppeILKeQ/7Kk/yr0TFGM1XtGO5xFvoOq6mQbn/RLf0PLH6D/GutsNOt9OtRb2yBVHUnkk+pq1ilqXJsQUUUUgCiiigAooooAKKKKACkxS0UARzQRzxNFLGkkbcMjqCD9QaxJPBegM7SQaeLKVuslhI9qx+pjK5/Gt+igDnv+Ef1S2OdP8TXoA6R3sUdyg/HCv8A+P0nn+LLQAS2Olakg6vbzvbOfojhx/4/XRUmDQBz3/CVi341LRdYsfVja/aE+u6AuAPrirlh4n0LVJTDZatZzTjrCsw8xfqn3h+IrU2+5/Oql/pGnarGI9RsLW8jH8FxCsg/8eBoAu00uo6nH1rn/wDhDNMh506a/wBNI6LZ3kiRj/tmSU/8drg/itpfi5PC8Gn6TqGoay1zdxjYtmvnIE+cOZIgoADBeSvXnIxQB6xNL5cbMBlhwB6/5zUcY2JjO49ye5rh/Adx41bSIbbxnYRxSxkeVc+crPKADxIqkjI9c89xnJPZ7ves29RE+6uK1fUtSvPGF1o1vrLaRb2mli9VoooneZ2Zhk+YrDYoUZCgZ38kV1273qhqOjaTrHl/2ppdlfeXnyxdW6S7MnnG4HGcc+vHpRccWec2OqX+ueI7PUW1EaTeXXhVLlmijQnPmFvlWQEbe/IPB4I60yDxhqjalFrTWtq93/whp1AoLddzS78j58b9h67c49u9elXukaXqe4X+m2d0GVVYTwI+4KSQDkcgEk/U/nQg8O7fGM/iGe5Rz9iWyt4Eh2iKPdvbcSTuJbHQLgcY701JX+/9f8x3XXy/T/I5qz8QeLbDR9S1W4tr27sotHe7imv/ALKP9IUbsILduYyCT83I29cmqfim01GXw1oBuPEs908mo6fLuWCBWQu4BYbUxs6Fcg8g5LAgDvbDQdG0mSSXTdJsLKWUbZHt7ZIyw9CQOf8APFInh/Q4rCewj0bTksp3Dy262qCORgQcsoGCeB19PyHJX08vwdxJnKa/plrq/i3S7LS4/M1mwuYbq+1bADwRAH92zgfekBP7sYGCSQB19E3Vz7+E/DUlwLh/D2ktONpEjWURYEAAYO3jp+GBitnd70c2hJPuo3H1qDd70bvelzDJIW8ucxfwtllHp6j/AD71brKuJfKe3kHaYDn0OQf51q04vcEFFFFWMKKKKACiiigAooooAKKTNGaAFooooAKKKKACiiigAooooAKKKKACiijNABRSbh+dG4YzQAtJurP1LX9I0jA1HUrW1ZvupLKqs30XOT+FZv8AwlL3fGk6Hqt9n/lo0P2aMe5MxUkf7oNAHRZHFGa53yvFt/nfcaZpMZ/hhV7uTHszbFU/8Baj/hD7a551bUdT1Q91uLkpGfrHEEQ/ipoAuX/inQ9MnFvdanbrcnpbI3mTN9I1yx/AV5z8U/F3iC18Mxav4dt9W09LO4UzXdxAkaOjDbtMcnz53FeqYr1Gw0rT9Kg8jT7G2tIv7kESov5AVO9vHKmyWNJFyCFZQQCDkHHsQD9RQBwHgW58a32hR6j4uNtH5hBhiWDZOFPG5yDgZyPlxn6V12/3rRkiEkbI3III6+tY/wAyMY3++pwaxno7iZPvo31Du96N1RzCJt9G+od1G6i4E2+jfUO6jdRzATb6N9Q7qN1HMBNvo31Duo3dyeKXMBFfyFjbRA/M86Lj2zXQ1zWmg6jrRn6wWoKqfVzx/LNdJWtNaDQtFFFajCiiigAooooATNQS3sUT+WAzy/3EGT+PYfjimXErtJ9niba2Mu/90Zx+dOijjhTEYwDyTnr7k9/50wGebeucrbRIp6eZKQ34gAj9aTzb5DlraJ1HXZKc/gCAP1qwGH0H5UZ7UAMivI5HEbBo5f8Anm4wT9Ox/DNT5qvLGkybXGRnPv8Age34c0yCVo5fs8pLHGUf+8P8ehosBcooopAFFICDRnHrQAtFQ3F1b2kDT3E0cMS8mSRgqj8TWIfGekynbpoutVbt/Z9u0qH/ALa/6sfiwoA6HNIGBGRyK537b4ovuLbSbPTYz/HqFx5si/8AbOL5T/38p3/CO6hec6r4ivpV7w2QW0j/AAK5kH/fygDWv9UsNLg8/UL22tIf+elxKsa/mSBWQfF1rc8aVp+paoT91re2KRn6SybUP4Mat2PhbRNNuPtNtpluLrvcyL5kx+sjZY/ia1sfrQBzvmeLb7/VwaXpKH+KZ3u5Me6LsUH/AIE1L/wir3fOra5ql9nrEk32aIfRYgpI9mZq6HFLQBm6doGk6Rn+ztOtbVm+88UQDN9W6k+5rRIOMdfrS0UAJj6UtFFABRRRQAVQv7N5l8yHHnJ0z0Yehq/SYpNJgc4kwfcrKVkU4ZCOQakzWlfaZFe4Ylo5lGFkXqP8RWNPDe2ZIlgM8X/PWIZ/MVzSg0KxPuo3VUivYJvuyDPoeKn3AjIIx61ndCJN1G6o80c0XAk3Um6oXnijGXkVfqaqPqiF/LtkaeT0UZouGpolwBk9PWqHmT6rO1pYj5eks3QKKmg0W/1Fg18xt4R0iXqfrXRWtnDZQLDAiog/WtIU29wQljZRWFssEIwq9T3J9TVmiiuooKKKKACiiigApM8UtMkXfGyg4JBFAGXaS7oPOJO6YmQ59+g/AYH4VX1y9urTQr+5sthuYoHdPMcgAgZznB/lUdtN/osPsi8enHNOnMdzbyQSgNFIpRl9QQRVTg5J2LWj1OGl8Ya7L8P7ArPFDr1xprX7XEWJCsMcYYyFSgALMQm0AgbjycV2nhfUJ7/wppF7dyGS5ubKKWVioUs7ICTgAD17Vz48D6G+hJpd7Ct+Irf7NBc3UELTQR7cBUYIMY7Egn61taNp1noOj2ul2KBbe2QInyqCemWbaACxIyemSelW0tRW0X9djd833qveylbZpl+/DiVfw6j8Rx+JqDzveobqcCznyf4G/lSURWOgE8bReaGHl43bu2MZzWLL4y0MSNFbXbahMpwY9Pia5Kn0bywQv/AiKz9H8I6Pc6VZT39u+oyGNG/4mErXCjA42o5Kr+AFdVFCkMaxxIqIowqqMAfQDpWYjB/tXxBe4+w6Atqn/PTU7pUOPUJHvJ/ErSjRNbvOdS8RSRqesWm26wLj0LPvc/UFa6Dbz1paAMO38IaFbzLO+npd3C9J752uZB9HkLEfhW0Fx0wPpTqKAEwecGloooAKKKKACiiigAooooAKKKKACiiigAooooAKTH50tFAFS50yyvDme2jdv72MN+Y5rPfwxaH/AFM9zD7JJx+RrboqXGL6Ac+fDLDhNRnH1ANA8Lg/fv7hvpxXQUUuSPYVjGh8MadGcuskzesj/wCGK04LSC2TZBEka+ijFTUVSikMTFGKWimAUUUUAFFFFABRRRQAUUUUAczfRGzvWXH7uQl0/mw/Wq/ndPfpXSXtlHfWzQydzlWHVT2IrkbtZ9Nl8q8Q7TwJkHysPf0NaxkmUmW/NNHmmqS3Eb/dkU+wPP5UNcRoCWkUfjV2HYu+aaoX8zzmKwg5lnYLj09arPqJlcQ2UbTTP90KM102gaE1gWu7w77yQfXYPQVMmkJs2oIFt7eOFPuxoEH0AqWiisSQooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigApjxrIhR1VlI5VhkU+igDGuPC2lXDbvs/lE/88m2j8ulQx+DtKQ5ZZpPZpMfyxW/RTuwK1rYW1khS2gjiU9do6/X1qxilopAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQB//2Q==)

### Problem without static synchronization

Suppose there are two objects of a shared class(e.g. Table) named object1 and object2.In case of synchronized method and synchronized block there cannot be interference between t1 and t2 or t3 and t4 because t1 and t2 both refers to a common object that have a single lock.But there can be interference between t1 and t3 or t2 and t4 because t1 acquires another lock and t3 acquires another lock.I want no interference between t1 and t3 or t2 and t4.Static synchronization solves this problem.

### Example of static synchronization

In this example we are applying synchronized keyword on the static method to perform static synchronization.

1. **class** Table{
3. **synchronized** **static** **void** printTable(**int** n){
4. **for**(**int** i=1;i<=10;i++){
5. System.out.println(n\*i);
6. **try**{
7. Thread.sleep(400);
8. }**catch**(Exception e){}
9. }
10. }
11. }
13. **class** MyThread1 **extends** Thread{
14. **public** **void** run(){
15. Table.printTable(1);
16. }
17. }
19. **class** MyThread2 **extends** Thread{
20. **public** **void** run(){
21. Table.printTable(10);
22. }
23. }
25. **class** MyThread3 **extends** Thread{
26. **public** **void** run(){
27. Table.printTable(100);
28. }
29. }



34. **class** MyThread4 **extends** Thread{
35. **public** **void** run(){
36. Table.printTable(1000);
37. }
38. }
40. **public** **class** TestSynchronization4{
41. **public** **static** **void** main(String t[]){
42. MyThread1 t1=**new** MyThread1();
43. MyThread2 t2=**new** MyThread2();
44. MyThread3 t3=**new** MyThread3();
45. MyThread4 t4=**new** MyThread4();
46. t1.start();
47. t2.start();
48. t3.start();
49. t4.start();
50. }
51. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSynchronization4)
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### Same example of static synchronization by annonymous class

In this example, we are using annonymous class to create the threads.

1. **class** Table{
3. **synchronized** **static**  **void** printTable(**int** n){
4. **for**(**int** i=1;i<=10;i++){
5. System.out.println(n\*i);
6. **try**{
7. Thread.sleep(400);
8. }**catch**(Exception e){}
9. }
10. }
11. }
13. **public** **class** TestSynchronization5 {
14. **public** **static** **void** main(String[] args) {
16. Thread t1=**new** Thread(){
17. **public** **void** run(){
18. Table.printTable(1);
19. }
20. };
22. Thread t2=**new** Thread(){
23. **public** **void** run(){
24. Table.printTable(10);
25. }
26. };
28. Thread t3=**new** Thread(){
29. **public** **void** run(){
30. Table.printTable(100);
31. }
32. };
34. Thread t4=**new** Thread(){
35. **public** **void** run(){
36. Table.printTable(1000);
37. }
38. };
39. t1.start();
40. t2.start();
41. t3.start();
42. t4.start();
44. }
45. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSynchronization5)
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### Synchronized block on a class lock:

The block synchronizes on the lock of the object denoted by the reference .class name .class. A static synchronized method printTable(int n) in class Table is equivalent to the following declaration:

1. **static** **void** printTable(**int** n) {
2. **synchronized** (Table.**class**) {       // Synchronized block on class A
3. // ...
4. }
5. }

# Deadlock in java

Deadlock in java is a part of multithreading. Deadlock can occur in a situation when a thread is waiting for an object lock, that is acquired by another thread and second thread is waiting for an object lock that is acquired by first thread. Since, both threads are waiting for each other to release the lock, the condition is called deadlock.
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### Example of Deadlock in java

1. **public** **class** TestDeadlockExample1 {
2. **public** **static** **void** main(String[] args) {
3. **final** String resource1 = "ratan jaiswal";
4. **final** String resource2 = "vimal jaiswal";
5. // t1 tries to lock resource1 then resource2
6. Thread t1 = **new** Thread() {
7. **public** **void** run() {
8. **synchronized** (resource1) {
9. System.out.println("Thread 1: locked resource 1");
11. **try** { Thread.sleep(100);} **catch** (Exception e) {}
13. **synchronized** (resource2) {
14. System.out.println("Thread 1: locked resource 2");
15. }
16. }
17. }
18. };
20. // t2 tries to lock resource2 then resource1
21. Thread t2 = **new** Thread() {
22. **public** **void** run() {
23. **synchronized** (resource2) {
24. System.out.println("Thread 2: locked resource 2");
26. **try** { Thread.sleep(100);} **catch** (Exception e) {}
28. **synchronized** (resource1) {
29. System.out.println("Thread 2: locked resource 1");
30. }
31. }
32. }
33. };

36. t1.start();
37. t2.start();
38. }
39. }

Output: Thread 1: locked resource 1

Thread 2: locked resource 2

# Inter-thread communication in Java

**Inter-thread communication** or **Co-operation** is all about allowing synchronized threads to communicate with each other.

Cooperation (Inter-thread communication) is a mechanism in which a thread is paused running in its critical section and another thread is allowed to enter (or lock) in the same critical section to be executed.It is implemented by following methods of **Object class**:

* wait()
* notify()
* notifyAll()

### 1) wait() method

Causes current thread to release the lock and wait until either another thread invokes the notify() method or the notifyAll() method for this object, or a specified amount of time has elapsed.

The current thread must own this object's monitor, so it must be called from the synchronized method only otherwise it will throw exception.

|  |  |
| --- | --- |
| **Method** | **Description** |
| public final void wait()throws InterruptedException | waits until object is notified. |
| public final void wait(long timeout)throws InterruptedException | waits for the specified amount of time. |

### 2) notify() method

Wakes up a single thread that is waiting on this object's monitor. If any threads are waiting on this object, one of them is chosen to be awakened. The choice is arbitrary and occurs at the discretion of the implementation. Syntax:

public final void notify()

### 3) notifyAll() method

Wakes up all threads that are waiting on this object's monitor. Syntax:

public final void notifyAll()

### Understanding the process of inter-thread communication
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The point to point explanation of the above diagram is as follows:

1. Threads enter to acquire lock.
2. Lock is acquired by on thread.
3. Now thread goes to waiting state if you call wait() method on the object. Otherwise it releases the lock and exits.
4. If you call notify() or notifyAll() method, thread moves to the notified state (runnable state).
5. Now thread is available to acquire lock.
6. After completion of the task, thread releases the lock and exits the monitor state of the object.

### Why wait(), notify() and notifyAll() methods are defined in Object class not Thread class?

It is because they are related to lock and object has a lock.

### Difference between wait and sleep?

Let's see the important differences between wait and sleep methods.

|  |  |  |
| --- | --- | --- |
| **wait()** | | **sleep()** |
| wait() method releases the lock | sleep() method doesn't release the lock. | |
| is the method of Object class | | is the method of Thread class |
| is the non-static method | | is the static method |
| is the non-static method | | is the static method |
| should be notified by notify() or notifyAll() methods | | after the specified amount of time, sleep is completed. |

### Example of inter thread communication in java

Let's see the simple example of inter thread communication.

1. **class** Customer{
2. **int** amount=10000;
4. **synchronized** **void** withdraw(**int** amount){
5. System.out.println("going to withdraw...");
7. **if**(**this**.amount<amount){
8. System.out.println("Less balance; waiting for deposit...");
9. **try**{wait();}**catch**(Exception e){}
10. }
11. **this**.amount-=amount;
12. System.out.println("withdraw completed...");
13. }
15. **synchronized** **void** deposit(**int** amount){
16. System.out.println("going to deposit...");
17. **this**.amount+=amount;
18. System.out.println("deposit completed... ");
19. notify();
20. }
21. }
23. **class** Test{
24. **public** **static** **void** main(String args[]){
25. **final** Customer c=**new** Customer();
26. **new** Thread(){
27. **public** **void** run(){c.withdraw(15000);}
28. }.start();
29. **new** Thread(){
30. **public** **void** run(){c.deposit(10000);}
31. }.start();
33. }}

Output: going to withdraw...

Less balance; waiting for deposit...

going to deposit...

deposit completed...

withdraw completed

# Interrupting a Thread:

|  |
| --- |
| If any thread is in sleeping or waiting state (i.e. sleep() or wait() is invoked), calling the interrupt() method on the thread, breaks out the sleeping or waiting state throwing InterruptedException. If the thread is not in the sleeping or waiting state, calling the interrupt() method performs normal behaviour and doesn't interrupt the thread but sets the interrupt flag to true. Let's first see the methods provided by the Thread class for thread interruption. |

## The 3 methods provided by the Thread class for interrupting a thread

|  |
| --- |
| * **public void interrupt()** * **public static boolean interrupted()** * **public boolean isInterrupted()** |

## Example of interrupting a thread that stops working

|  |
| --- |
| In this example, after interrupting the thread, we are propagating it, so it will stop working. If we don't want to stop the thread, we can handle it where sleep() or wait() method is invoked. Let's first see the example where we are propagating the exception. |

1. **class** TestInterruptingThread1 **extends** Thread{
2. **public** **void** run(){
3. **try**{
4. Thread.sleep(1000);
5. System.out.println("task");
6. }**catch**(InterruptedException e){
7. **throw** **new** RuntimeException("Thread interrupted..."+e);
8. }
10. }
12. **public** **static** **void** main(String args[]){
13. TestInterruptingThread1 t1=**new** TestInterruptingThread1();
14. t1.start();
15. **try**{
16. t1.interrupt();
17. }**catch**(Exception e){System.out.println("Exception handled "+e);}
19. }
20. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestInterruptingThread1)

[download this example](http://www.javatpoint.com/src/multi/interrupt1.zip)

Output:Exception in thread-0

java.lang.RuntimeException: Thread interrupted...

java.lang.InterruptedException: sleep interrupted

at A.run(A.java:7)

## Example of interrupting a thread that doesn't stop working

|  |
| --- |
| In this example, after interrupting the thread, we handle the exception, so it will break out the sleeping but will not stop working. |

1. **class** TestInterruptingThread2 **extends** Thread{
2. **public** **void** run(){
3. **try**{
4. Thread.sleep(1000);
5. System.out.println("task");
6. }**catch**(InterruptedException e){
7. System.out.println("Exception handled "+e);
8. }
9. System.out.println("thread is running...");
10. }
12. **public** **static** **void** main(String args[]){
13. TestInterruptingThread2 t1=**new** TestInterruptingThread2();
14. t1.start();
16. t1.interrupt();
18. }
19. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestInterruptingThread2)

[download this example](http://www.javatpoint.com/src/multi/interrupt2.zip)

Output:Exception handled

java.lang.InterruptedException: sleep interrupted

thread is running...

## Example of interrupting thread that behaves normally

|  |
| --- |
| If thread is not in sleeping or waiting state, calling the interrupt() method sets the interrupted flag to true that can be used to stop the thread by the java programmer later. |

1. **class** TestInterruptingThread3 **extends** Thread{
3. **public** **void** run(){
4. **for**(**int** i=1;i<=5;i++)
5. System.out.println(i);
6. }
8. **public** **static** **void** main(String args[]){
9. TestInterruptingThread3 t1=**new** TestInterruptingThread3();
10. t1.start();
12. t1.interrupt();
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestInterruptingThread3)

Output:1

2

3

4

5

## What about isInterrupted and interrupted method?

|  |
| --- |
| The isInterrupted() method returns the interrupted flag either true or false. The static interrupted() method returns the interrupted flag afterthat it sets the flag to false if it is true. |

1. **public** **class** TestInterruptingThread4 **extends** Thread{
3. **public** **void** run(){
4. **for**(**int** i=1;i<=2;i++){
5. **if**(Thread.interrupted()){
6. System.out.println("code for interrupted thread");
7. }
8. **else**{
9. System.out.println("code for normal thread");
10. }
12. }//end of for loop
13. }
15. **public** **static** **void** main(String args[]){
17. TestInterruptingThread4 t1=**new** TestInterruptingThread4();
18. TestInterruptingThread4 t2=**new** TestInterruptingThread4();
20. t1.start();
21. t1.interrupt();
23. t2.start();
25. }
26. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestInterruptingThread4)

Output:Code for interrupted thread

code for normal thread

code for normal thread

code for normal thread

# 

# Java Inner Class

**Java inner class** or nested class is a class i.e. declared inside the class or interface.

We use inner classes to logically group classes and interfaces in one place so that it can be more readable and maintainable.

Additionally, it can access all the members of outer class including private data members and methods.

#### Syntax of Inner class

1. **class** Java\_Outer\_class{
2. ...
3. **class** Java\_Inner\_class{
4. ...
5. }
6. ...
7. }

## Advantage of java inner classes

There are basically three advantages of inner classes in java. They are as follows:

1) Nested classes represent a special type of relationship that is **it can access all the members (data members and methods) of outer class** including private.

2) Nested classes are used **to develop more readable and maintainable code** because it logically group classes and interfaces in one place only.

3) **Code Optimization**: It requires less code to write.

Do You Know ?

* What is the internal code generated by the compiler for member inner class ?
* What are the two ways to create annonymous inner class ?
* Can we access the non-final local variable inside the local inner class ?
* How to access the static nested class ?
* Can we define an interface within the class ?
* Can we define a class within the interface ?

## Difference between nested class and inner class in Java

Inner class is a part of nested class. Non-static nested classes are known as inner classes.

# Types of Nested classes

There are two types of nested classes non-static and static nested classes.The non-static nested classes are also known as inner classes.

1. non-static nested class(inner class)
   * a)Member inner class
   * b)Annomynous inner class
   * c)Local inner class
2. static nested class

|  |  |
| --- | --- |
| **Type** | **Description** |
| [Member Inner Class](http://www.javatpoint.com/member-inner-class) | A class created within class and outside method. |
| [Annonymous Inner Class](http://www.javatpoint.com/annonymous-inner-class) | A class created for implementing interface or extending class. Its name is decided by the java compiler. |
| [Local Inner Class](http://www.javatpoint.com/local-inner-class) | A class created within method. |
| [Static Nested Class](http://www.javatpoint.com/static-nested-class) | A static class created within class. |
| [Nested Interface](http://www.javatpoint.com/nested-interface) | An interface created within class or interface. |

# 1)Member inner class

|  |
| --- |
| A class that is declared inside a class but outside a method is known as member inner class. |

### Invocation of Member Inner class

|  |
| --- |
| 1. From within the class 2. From outside the class |

### Example of member inner class that is invoked inside a class

In this example, we are invoking the method of member inner class from the display method of Outer class.

1. **class** TestMemberOuter1{
2. **private** **int** data=30;
3. **class** Inner{
4. **void** msg(){System.out.println("data is "+data);}
5. }
7. **void** display(){
8. Inner in=**new** Inner();
9. in.msg();
10. }
11. **public** **static** **void** main(String args[]){
12. TestMemberOuter1 obj=**new** TestMemberOuter1();
13. obj.display();
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestMemberOuter1)

Output:data is 30

### Internal code generated by the compiler for member inner class:

|  |
| --- |
| The java compiler creates a class file named Outer$Inner in this case. The Member inner class have the reference of Outer class that is why it can access all the data members of Outer class including private. |

1. **import** java.io.PrintStream;
3. **class** Outer$Inner
4. {
5. **final** Outer **this**$0;
6. Outer$Inner()
7. {   **super**();
8. **this**$0 = Outer.**this**;
9. }
11. **void** msg()
12. {
13. System.out.println((**new** StringBuilder()).append("data is ")
14. .append(Outer.access$000(Outer.**this**)).toString());
15. }
17. }

### Example of member inner class that is invoked outside a class

In this example, we are invoking the msg() method of Inner class from outside the outer class i.e. Test class.

1. <b><i>//Program of member inner class that is invoked outside a class</i></b>
3. **class** Outer{
4. **private** **int** data=30;
5. **class** Inner{
6. **void** msg(){System.out.println("data is"+data);}
7. }
8. }
10. **class** TestMemberInner{
11. **public** **static** **void** main(String args[]){
12. Outer obj=**new** Outer();
13. Outer.Inner in=obj.**new** Inner();
14. in.msg();
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestMemberInner)

Output:data is 30

# 2)Annonymous inner class

A class that have no name is known as annomymous inner class.

Annonymous class can be created by:

1. Class (may be abstract class also).
2. Interface

### Program of annonymous inner class by abstract class

1. **abstract** **class** Person{
2. **abstract** **void** eat();
3. }
5. **class** TestAnnonymousInner{
6. **public** **static** **void** main(String args[]){
7. Person p=**new** Person(){
8. **void** eat(){System.out.println("nice fruits");}
9. };
11. p.eat();
12. }
13. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestAnnonymousInner)

Output:nice fruits

### What happens behind this code?

1. Person p=**new** Person(){
2. **void** eat(){System.out.println("nice fruits");}
3. };
5. }
6. }
7. A class is created but its name is decided by the compiler which extends the Person class and provides the implementation of the eat() method.
8. An object of Annonymous class is created that is reffered by p reference variable of Person type. As you know well that Parent class reference variable can refer the object of Child class.

### The internal code generated by the compiler for annonymous inner class

1. **import** java.io.PrintStream;
2. **static** **class** Emp$1 **extends** Person
3. {
4. Emp$1(){}
6. **void** eat()
7. {
8. System.out.println("nice fruits");
9. }
10. }

### Program of annonymous inner class by interface

1. **interface** Eatable{
2. **void** eat();
3. }
5. **class** TestAnnonymousInner1{
6. **public** **static** **void** main(String args[]){
8. Eatable e=**new** Eatable(){
9. **public** **void** eat(){System.out.println("nice fruits");}
10. };
11. e.eat();
12. }
13. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestAnnonymousInner1)

Output:nice fruits

### What does the compiler for annonymous inner class created by interface

It performs two main tasks behind this code:

1. Eatable p=**new** Eatable(){
2. **void** eat(){System.out.println("nice fruits");}
3. };
5. }
6. }
7. A class is created but its name is decided by the compiler which implements the Eatable interface and provides the implementation of the eat() method.
8. An object of Annonymous class is created that is reffered by p reference variable of Eatable type. As you know well that Parent class reference variable can refer the object of Child class.

### The internal code generated by the compiler for annonymous inner class created by interface

1. **import** java.io.PrintStream;
2. **static** **class** Emp$1 **implements** Eatable
3. {
4. Emp$1(){}
6. **void** eat(){System.out.println("nice fruits");}
7. }

# 3)Local inner class

|  |
| --- |
| A class that is created inside a method is known as local inner class. If you want to invoke the methods of local inner class, you must instantiate this class inside the method. |

### Program of local inner class

1. **public** **class** localInner1{
2. **private** **int** data=30;//instance variable
3. **void** display(){
4. **class** Local{
5. **void** msg(){System.out.println(data);}
6. }
7. Local l=**new** Local();
8. l.msg();
9. }
10. **public** **static** **void** main(String args[]){
11. localInner1 obj=**new** localInner1();
12. obj.display();
13. }
14. }

Output:30

### Internal code generated by the compiler for local inner class

|  |
| --- |
| In such case, compiler creates a class named Simple$1Local that have the reference of the outer class. |

1. **import** java.io.PrintStream;
2. **class** Simple$1Local
3. {
4. **final** Simple **this**$0;
6. Simple$1Local()
7. {
8. **super**();
9. **this**$0 = Simple.**this**;
10. }
11. **void** msg()
12. {
13. System.out.println(Simple.access$000(Simple.**this**));
14. }
16. }

#### *Rule: Local variable can't be private, public or protected.*

## Rules for Local Inner class

#### *1) Local inner class cannot be invoked from outside the method.*

#### *2) Local inner class cannot access non-final local variable.*

### Program of accessing non-final local variable in local inner class

1. **class** localInner2{
2. **private** **int** data=30;//instance variable
3. **void** display(){
4. **int** value=50;//local variable must be final
5. **class** Local{
6. **void** msg(){System.out.println(value);}//C.T.Error
7. }
8. Local l=**new** Local();
9. l.msg();
10. }
11. **public** **static** **void** main(String args[]){
12. localInner2 obj=**new** localInner2();
13. obj.display();
14. }
15. }

Output:Compile Time Error

### Program of accessing final local variable in local inner class

1. **class** localInner3{
2. **private** **int** data=30;//instance variable
3. **void** display(){
4. **final** **int** value=50;//local variable must be final
5. **class** Local{
6. **void** msg(){System.out.println(data+" "+value);}//ok
7. }
8. Local l=**new** Local();
9. l.msg();
10. }
11. **public** **static** **void** main(String args[]){
12. localInner3 obj=**new** localInner3();
13. obj.display();
14. }
15. }

Output:30 50

# 4)static nested class

A static class that is created inside a class is known as static nested class. It cannot access the non-static members.

* It can access static data members of outer class including private.
* static nested class cannot access non-static (instance) data member or method.

### Program of static nested class that have instance method

1. **class** TestOuter1{
2. **static** **int** data=30;
4. **static** **class** Inner{
5. **void** msg(){System.out.println("data is "+data);}
6. }
8. **public** **static** **void** main(String args[]){
9. TestOuter1.Inner obj=**new** TestOuter1.Inner();
10. obj.msg();
11. }
12. }

Output:data is 30

|  |
| --- |
| In this example, you need to create the instance of static nested class because it has instance method msg(). But you don't need to create the object of Outer class because nested class is static and static properties, methods or classes can be accessed without object. |

### Internal code generated by the compiler for static nested class

1. **import** java.io.PrintStream;
3. **static** **class** Outer$Inner
4. {
5. Outer$Inner(){}
7. **void** msg(){
8. System.out.println((**new** StringBuilder()).append("data is ")
9. .append(Outer.data).toString());
10. }
12. }

### Program of static nested class that have static method

1. **class** TestOuter2{
2. **static** **int** data=30;
4. **static** **class** Inner{
5. **static** **void** msg(){System.out.println("data is "+data);}
6. }
8. **public** **static** **void** main(String args[]){
9. TestOuter2.Inner.msg();//no need to create the instance of static nested class
10. }
11. }

Output:data is 30